d788: 排名順序

內容

考試成績出爐了 , 大家開始討論自己的分數高低一個接著一個參與討論 , 新加入的那個人 , 想要知道自己目前排名是多少但是太多人了 , 導致沒辦法一時得到他的排名大家開始請求小光這個答案 ,不過小光非常討厭排名 , 一點都不想幫忙現在就交給你了

輸入說明

每組輸入的第一行有一個數字 N ( 1 ≦ N ≦ 10,0000 )代表接下來會有 N 個人陸續與討論，接下來會有 N 行，代表接下來陸續加入的人的成績 M ， ( 1 ≦ M ≦ N )而且每個人的成績都不會重複

輸出說明

對於已經知道的成績，請陸續對每個加入的輸出他的排名

範例輸入

6 1 5 6 3 4 2

範例輸出

1 1 1 3 3 5

#pragma GCC optimize(“O3”)

#include<bits/stdc++.h>

#include<ext/pb\_ds/assoc\_container.hpp>

using namespace std;

using namespace \_\_gnu\_pbds;

int main()

{

ios::sync\_with\_stdio(false);

cin.tie(NULL);

tree<int,null\_type,greater<int>,rb\_tree\_tag,tree\_order\_statistics\_node\_update> s;

int n;

cin>>n;

int a;

while(n--)

{

cin>>a;

s.insert(a);

cout<<s.order\_of\_key(a)+1<<'\n';

}

return 0;

}

最短路徑Single Source Shortest Paths:Dijkstra's Algorithm + Priority Queue

1. // 要丟進Priority Queue的點
2. // b是點，d是可能的最短路徑長度。
3. // a可以提出來，不必放在Node裡。
4. struct Node {int b, d;};
5. bool operator<(Node n1, Node n2) {return n1.d > n2.d;}
6. int w[9][9];    // adjacency matrix
7. int d[9];
8. int parent[9];
9. bool visit[9];
10. void dijkstra\_with\_priority\_queue(int source)
11. {
12. for (int i=0; i<9; i++) visit[i] = false;
13. for (int i=0; i<9; i++) d[i] = 1e9;
14. // C++ STL的Priority Queue
15. priority\_queue<Node> pq;
16. d[source] = 0;
17. parent[source] = source;
18. pq.push((Node){source, d[source]});
19. for (int i=0; i<9; i++)
20. {
21. // 找出下一個要加入到最短路徑樹的點。
22. int a = -1;
23. while (!pq.empty() && visit[a = pq.top().b])
24. pq.pop();   // 最後少pop一次，不過無妨。
25. if (a == -1) break;
26. visit[a] = true;
27. for (int b=0; b<9; b++)
28. if (!visit[b] && d[a] + w[a][b] < d[b])
29. {
30. d[b] = d[a] + w[a][b];
31. parent[b] = a;
32. // 交由Priority Queue比較大小
33. pq.push( (Node){b, d[b]} );
34. }

    }

一點到多點的最短路徑、找出一棵最短路徑樹（adjacency matrix）

1. int w[9][9];    // 一張有權重的圖：adjacency matrix
2. int d[9];       // 記錄起點到圖上各個點的最短路徑長度
3. int parent[9];  // 記錄各個點在最短路徑樹上的父親是誰
4. bool visit[9];  // 記錄各個點是不是已在最短路徑樹之中
5. void label\_setting(int source)
6. {
7. for (int i=0; i<100; i++) visit[i] = false; // initialize
8. d[source] = 0;              // 設定起點的最短路徑長度
9. parent[source] = source;    // 設定起點是樹根（父親為自己）
10. visit[source] = true;       // 將起點加入到最短路徑樹
11. for (int k=0; k<9-1; k++)   // 將剩餘所有點加入到最短路徑樹
12. {
13. // 從既有的最短路徑樹，找出一條聯外而且是最短的邊
14. int a = -1, b = -1, min = 1e9;
15. // 找一個已在最短路徑樹上的點
16. for (int i=0; i<9; i++)
17. if (visit[i])
18. // 找一個不在最短路徑樹上的點
19. for (int j=0; j<9; j++)
20. if (!visit[j])
21. if (d[i] + w[i][j] < min)
22. {
23. a = i;  // 記錄這一條邊
24. b = j;
25. min = d[i] + w[i][j];
26. }
27. // 起點有連通的最短路徑都已找完
28. if (a == -1 || b == -1) break;
29. //      // 不連通即是最短路徑長度無限長
30. //      if (min == 1e9) break;
31. d[b] = min;         // 儲存由起點到b點的最短路徑長度
32. parent[b] = a;      // b點是由a點延伸過去的
33. visit[b] = true;    // 把b點加入到最短路徑樹之中
34. }
35. }

BFS

1. bool adj[9][9]; // 一張圖，資料結構為adjacency matrix。
2. bool visit[9];  // 記錄圖上的點是否遍歷過，有遍歷過為true。
3. void BFS()
4. {
5. // 建立一個queue。
6. queue<int> q;
7. // 全部的點都初始化為尚未遍歷
8. for (int i=0; i<9; i++)
9. visit[i] = false;
10. for (int k=0; k<9; k++)
11. if (!visit[k])
12. {
13. // 一、把起點放入queue。
14. q.push(k);
15. visit[k] = true;
16. // 二、重複下述兩點，直到queue裡面沒有東西為止：
17. while (!q.empty())
18. {
19. // 甲、從queue當中取出一點。
20. int i = q.front(); q.pop();
21. // 乙、找出跟此點相鄰的點，並且尚未遍歷的點，
22. //     依照編號順序通通放入queue。
23. for (int j=0; j<9; j++)
24. if (adj[i][j] && !visit[j])
25. {
26. q.push(j);
27. visit[j] = true;
28. }
29. }
30. }
31. }

**4.4.3 Vector**

vector<int> vi 建立一個int 型別的vector

• vi.clear() 清空vector

• vi.size() 取得元素數量

• vi.reserve(x) 預先將大小設為x，新增的元素以default constructor 初始化

• vi.empty() 判斷是否為空

• vi.push\_back(i) 從後面加入一個元素，值為i

• vi.pop\_back() 從後面刪掉一個元素

• vi[i] 取得第i 個元素(從0 開始計算)

• vi.begin() 取得指向第一個元素的iterator

• vi.end() 取得指向最後一個元素後面一格的iterator

• vi.front() 取得第一個元素的值

• vi.back() 取得最後一個元素的值

**4.4.4 Deque**

• deque<int> dq 建立一個int 型別的deque

• dq.clear() 清空deque

• dq.size() 取得元素數量

• dq.empty() 判斷是否為空

• dq.push\_front(i) 從前面加入一個元素，值為i

• dq.pop\_front() 從前面刪掉一個元素

• dq.push\_back(i) 從後面加入一個元素，值為i

• dq.pop\_back() 從後面刪掉一個元素

• dq[i] 取得第i 個元素(從0 開始計算)

• dq.begin() 取得指向第一個元素的iterator

• dq.end() 取得指向最後一個元素後面一格的iterator

• dq.front() 取得第一個元素的值

• dq.back() 取得最後一個元素的值

**4.4.5 List**

link<int> lk 建立一個int 型別的link

• lk.clear() 清空link

• lk.size() 取得元素數量

• lk.empty() 判斷是否為空

• lk.push\_front(i) 從前面加入一個元素，值為i

• lk.pop\_front() 從前面刪掉一個元素

• lk.push\_back(i) 從後面加入一個元素，值為i

• lk.pop\_back() 從後面刪掉一個元素

• lk.begin() 取得指向第一個元素的iterator

• lk.end() 取得指向最後一個元素後面一格的iterator

• lk.front() 取得第一個元素的值

• lk.back() 取得最後一個元素的值

• lk.insert(it, x) 在it 這個iterator 所指的元素前面，插入一個值為x 的元素

• lk.insert(it, first, last) 在it 所指的元素前面，插入first 到last 中的所有元素

(first、last 為iterator)

• lk.erase(it) 刪除it 所指的元素

• lk.erase(first, last) 刪除first 到last 中的所有元素(first、last 為iterator)

**4.4.6 Stack**

stack<int> st 建立一個int 型別的stack

• stack<int, vector<int> > st 以vector 作為底層容器建立stack

• sk.size() 取得元素數量

• sk.empty() 判斷是否為空

• sk.push(i) 從頂端加入一個元素，值為i

• sk.pop() 刪除頂端元素

• sk.top() 取得頂端元素(即最後一個元素)

**4.4.7 Queue**

• queue<int> q 建立一個int 型別的queue

• queue<int, deque<int> > q 以deque 作為底層容器建立queue

• q.size() 取得元素數量

• q.empty() 判斷是否為空

• q.push(i) 從後端加入一個元素，值為i

• q.pop() 從前端刪除一個元素

• q.front() 取得前端元素(即out 端第一個元素)

• q.back() 取得後端元素(即in 端第一個元素)

**4.4.8 Priority Queue**

• priority\_queue<int> pq 建立一個int 型別的queue

• priority\_queue<int, deque<int>, greater<int> > pq 以deque 作為底層容器建立

queue，以greater 作為比較函式(也就是使頂端為最小元素)

• pq.size() 取得元素數量

• pq.empty() 判斷是否為空

• pq.push(i) 加入一個元素，值為i

• pq.pop() 刪除最大元素

• pq.top() 取得最大元素的值

**4.4.9 Set, Multiset, Map, Multimap**

• set<int> s 建立元素為int 的set

• multiset<int> ms 建立元素為int 的multiset

• map<int, string> m 建立Key 為int，元素值為string 的map

• multimap<int, string> mm 建立Key 為int，元素值為string 的multimap

• size() 取得元素數量

• empty() 判斷是否為空

• clear() 清空

• insert(i) 新增一個值為i 的元素(set、multiset)

• insert(make\_pair(i,x)) 新增一個Key 值為i，元素值為x 的元素(以pair 形式插入)

(map、multimap)

• erase(i) 刪除值為i 的元素

• erase(it) 刪除it 所指的元素

• begin() 取得指向第一個元素的iterator

• end() 取得指向最後一個元素後面一格的iterator

• find(i) 取得Key 值為i 的元素的iterator(若找不到則回傳end())

• count(i) 取得Key 值為i 的元素的數量

• lower\_bound(i) 取得第一個Key 值大於等於i 的元素的iterator

• upper\_bound(i) 取得第一個Key 值大於i 的元素的iterator

• m[i] 取得Key 值為i 的元素的值(map)

• \*it 取得it 所指的元素的值(set、multiset), Key-Value Pair(map、multimap)

• it->first 取得it 所指的元素的Key 值(map、multimap)

• it->second 取得it 所指的元素的元素值(map、multimap)

**4.5 STL Algorithm**

STL 裡面除了一些資料結構以外，還內建有一些常用的演算法以及實用函式，在此稍作

介紹。

需要引入標頭檔<algorithm>。

**4.5.1 sort()**、**stable\_sort()**

sort 即是排序演算法，複雜度為*O*(*N* lg*N*)。分為兩種版本，sort() 及stable\_sort()，

後者會維持同樣大的元素的順序。

sort(first, last);

//將[first,last)間的元素排序(first和last為iterator或pointer)

//注意last本身不算，使用vector的話一般會將first=v.begin(), last=v.end()

//使用array的話將first=arr, end=arr+N (N為陣列大小)

sort(first, last, cmp);

//以自訂比較函式cmp來排序

**4.5.2 reverse()**

將序列的元素倒轉。例如*f*1*;* 2*;* 3*;* 4*g*→*f*4*;* 3*;* 2*;* 1*g*。時間複雜度*O*(*N*)。

注意不要把reverse() 跟vector 的reserve() 搞混了。

reverse(first, last);

//將[first,last)間的元素倒轉

**4.5.3 lower\_bound()**、**upper\_bound()**

lower\_bound() 以二分搜方式取得第一個大於等於(upper\_bound() 只能大於) 指定值的

元素的iterator，而複雜度為*O*(lg*N*)。注意搜尋的區間必須為已排序，否則結果無法預期。

vector<int>::iterator it = lower\_bound(first, last, i);

//在[first,last)間找第一個大於等於i的元素，注意last本身不算

it = lower\_bound(first, last, i, cmp);

//使用自訂cmp比較函式

int a = \*it;

//lower\_bound()回傳的是iterator，需要提領才能得到元素值

**4.5.4 binary\_search()**

也是二分搜，但只查詢指定元素是否存在，回傳型態為bool。同樣地序列須為已排序。

複雜度為*O*(lg*N*)。

bool b = binary\_search(first, last, i);

//在[first,last)區間內查詢是否有等於i的元素

b = binary\_search(first, last, i, cmp);

//使用自訂比較函式cmp

**4.5.5 fill()**

將一個序列的所有值初始化為指定值。效率較for 迴圈為高，且適用範圍比memset()

廣一些(例如適用於class 型別)。

fill(first, last, i);

//將[first,last)間的所有元素設定為i

**4.5.6 mismatch()**

取得兩個序列第一個不相等的元素，回傳值為一個pair，包含分別指向兩個序列該位置

的iterator。也常用於string 字串。時間複雜度*O*(*N*)。

pair<vector<int>::iterator, vector<int>::iterator> = mismatch(first1, last1, first2);

//將序列[first1,last1)與序列[first2,...比對，回傳第一個不同的位置

**4.5.7 next\_permutation()**

取得下一個排列方式， 並將它寫入原本的序列。*N*! 爆搜的時候很常用(?) 例如

*f*1*;* 2*;* 3*g*→*f*1*;* 3*;* 2*g*→*f*2*;* 1*;* 3*g*→…

成功的時候回傳true，失敗則回傳false。時間複雜度*O*(*N*)。

next\_permutation(first, last);

//將[first,last)間的序列換成下一個排序方式。

**4.5.8 random\_shuffle()**

將序列隨機重新排列。例如1*;* 2*;* 3*;* 4*;* 5*;* 6*;* 7→6*;* 1*;* 5*;* 7*;* 4*;* 2*;* 3

random\_shuffle(first, last);

//將[first,last)間的元素隨機排列

演算法(Algorithm)

count

count(first, last, val)

[first]: iterator

[last]: iterator

[val]: target value type

[回傳值]: int

針對某個container做搜尋，區間由first及last這兩個iterator指定，目標值為val，回傳container中元素值為val的個數

search

search(s\_first, s\_last, t\_first, t\_last)

[s\_first][t\_first]: iterator

[s\_last][t\_last]: iterator

[回傳值]: iterator

找尋某一資料序列是否出現在另一個容器中

merge

merge(s1\_first, s1\_last, s2\_first, s2\_last, t\_first)

[s1\_first][s2\_first]: iterator

[s1\_last][s2\_last]: iterator

[t\_first]: iterator

[回傳值]: iterator

合併s1與s2兩資料於t

sort

sort(first, last)

sort(first, last, f)

[first]: iterator

[last]: iterator

[f]: 函式

[回傳值]: void

資料排序(預設由小到大)

31for\_each

for\_each(first, last, f)

[first]: iterator

[last]: iterator

[f]: 函式

[回傳值]: 函數物件指標

對container中從first 所指的元素起到last為止，其間每一個元素做某個動作(由函數f指定)

transform

transform(first, last, output, f)

[first]: iterator

[last]: iterator

[output]: container

[f]: 函式

[回傳值]: 函數物件指標

同for\_each，但會把結果放在output容器中

**2 Flow**

**2.1 Dinic**

(a) Bounded Maxflow Construction:

1. add two node ss, tt

2. add\_edge(ss, tt, INF)

3. **for** each edge u -> v with capacity [l, r]:

add\_edge(u, tt, l)

add\_edge(ss, v, l)

add\_edge(u, v, r-l)

4. see (b), check **if** it is possible.

5. answer is maxflow(ss, tt) + maxflow(s, t)

-------------------------------------------------------

(b) Bounded Possible Flow:

1. same construction method as (a)

2. run maxflow(ss, tt)

3. **for** every edge connected with ss **or** tt:

rule: check **if** their rest flow is exactly 0

4. answer is possible **if** every edge **do** satisfy the rule

;

5. otherwise , it is NOT possible.

-------------------------------------------------------

(c) Bounded Minimum Flow:

1. same construction method as (a)

2. answer is maxflow(ss, tt)

-------------------------------------------------------

(d) Bounded Minimum Cost Flow:

\* the concept is somewhat like bounded possible flow.

1. same construction method as (a)

2. answer is maxflow(ss, tt) + (Σ l \* cost **for** every

edge)

-------------------------------------------------------

(e) Minimum Cut:

1. run maxflow(s, t)

2. run cut(s)

3. ss[i] = 1: node i is at the same side with s.

-------------------------------------------------------

#define N 5010

#define M 60010

#define ll long long

#define inf 1ll<<62

ll to[ M ] , next[ M ] , head[ M ];

ll cnt , ceng[ M ] , que[ M ] , w[ M ];

ll n , m , start , end;

void add( ll a , ll b , ll flow ){

to[ cnt ] = b , next[ cnt ] = head[ a ] , w[ cnt ] = flow , head[ a ] = cnt ++;

to[ cnt ] = a , next[ cnt ] = head[ b ] , w[ cnt ] = flow , head[ b ] = cnt ++;

}

void read(){

memset(head,-1,sizeof head);

//memset(next,-1,sizeof next);

scanf( "%lld%lld" , &n , &m );

ll a , b , flow;

for( ll i = 1 ; i <= m ; i ++ ){

scanf( "%lld%lld%lld" , &a , &b , &flow );

add( a , b , flow );

}

end = n ,start = 1;

}

bool bfs(){

memset( ceng , -1 , sizeof(ceng) );

ll h = 1 , t = 2;

ceng[ start ] = 0;

que[ 1 ] = start;

while( h < t ){

ll sta = que[ h ++ ];

for( ll i = head[ sta ] ; ~i ; i = next[ i ] )

if( w[ i ] > 0 && ceng[ to[ i ] ] < 0 ){

ceng[ to[ i ] ] = ceng[ sta ] + 1;

que[ t ++ ] = to[ i ];

}

}

return ceng[ end ] != -1;

}

ll find( ll x , ll low ){

ll tmp = 0 , result = 0;

if( x == end ) return low;

for( ll i = head[ x ] ; ~i && result < low ; i = next[ i ] )

if( w[ i ] > 0 && ceng[ to[ i ] ] == ceng[ x ] + 1 ){

tmp = find( to[ i ] , min( w[ i ] , low - result ) );

w[ i ] -= tmp;

w[ i^1 ] += tmp;

result += tmp;

}

if( !result ) ceng[ x ] = -1;

return result;

}

ll dinic(){

ll ans = 0 , tmp;

while( bfs() ) ans += find( start , inf );

return ans;

}

int main(){

read();

cout << dinic() << endl;

}

**2.3 min cost flow**

struct MinCostMaxFlow{

typedef int Tcost;

static const int MAXV = 20010;

static const int INFf = 1000000;

static const Tcost INFc = 1e9;

struct Edge{

int v, cap;

Tcost w;

int rev;

Edge(){}

Edge(int t2, int t3, Tcost t4, int t5)

: v(t2), cap(t3), w(t4), rev(t5) {}

};

int V, s, t;

vector<Edge> g[MAXV];

void init(int n){

V = n+2;

s = n+1, t = n+2;

for(int i = 0; i <= V; i++) g[i].clear();

}

void addEdge(int a, int b, int cap, Tcost w){

g[a].push\_back(Edge(b, cap, w, (int)g[b].size()));

g[b].push\_back(Edge(a, 0, -w, (int)g[a].size()-1));

}

Tcost d[MAXV];

int id[MAXV], mom[MAXV];

bool inqu[MAXV];

queue<int> q;

Tcost solve(){

int mxf = 0; Tcost mnc = 0;

while(1){

fill(d, d+1+V, INFc);

fill(inqu, inqu+1+V, 0);

fill(mom, mom+1+V, -1);

mom[s] = s;

d[s] = 0;

q.push(s); inqu[s] = 1;

while(q.size()){

int u = q.front(); q.pop();

inqu[u] = 0;

for(int i = 0; i < (int) g[u].size(); i++){

Edge &e = g[u][i];

int v = e.v;

if(e.cap > 0 && d[v] > d[u]+e.w){

d[v] = d[u]+e.w;

mom[v] = u;

id[v] = i;

if(!inqu[v]) q.push(v), inqu[v] = 1;

}

}

}

if(mom[t] == -1) break ;

int df = INFf;

for(int u = t; u != s; u = mom[u])

df = min(df, g[mom[u]][id[u]].cap);

for(int u = t; u != s; u = mom[u]){

Edge &e = g[mom[u]][id[u]];

e.cap -= df;

g[e.v][e.rev].cap += df;

}

mxf += df;

mnc += df\*d[t];

}

return mnc;

}

} flow;

**2.4 SW mincut 全點對最小割**

// global min cut

struct SW{ // O(V^3)

static const int MXN = 514;

int n,vst[MXN],del[MXN];

int edge[MXN][MXN],wei[MXN];

void init(int \_n){

n = \_n; FZ(edge); FZ(del);

}

void addEdge(int u, int v, int w){

edge[u][v] += w; edge[v][u] += w;

}

void search(int &s, int &t){

FZ(vst); FZ(wei);

s = t = -1;

while (true){

int mx=-1, cur=0;

for (int i=0; i<n; i++)

if (!del[i] && !vst[i] && mx<wei[i])

cur = i, mx = wei[i];

if (mx == -1) break;

vst[cur] = 1;

s = t; t = cur;

for (int i=0; i<n; i++)

if (!vst[i] && !del[i]) wei[i] += edge[cur][i];

}

}

int solve(){

int res = 2147483647;

for (int i=0,x,y; i<n-1; i++){

search(x,y);

res = min(res,wei[y]);

del[y] = 1;

for (int j=0; j<n; j++)

edge[x][j] = (edge[j][x] += edge[y][j]);

}

return res;

}

;

**3 Matching**

**3.1 Hungarian**

// Maximum Cardinality Bipartite Matching

// Worst case O(nm)

struct Graph{

static const int MAXN = 5003;

vector<int> G[MAXN];

int n, match[MAXN], vis[MAXN];

void init(int \_n){

n = \_n;

for (int i=0; i<n; i++) G[i].clear();

}

bool dfs(int u){

for (int v:G[u]){

if (vis[v]) continue;

vis[v]=true;

if (match[v]==-1 || dfs(match[v])){

match[v] = u;

match[u] = v;

return true;

}

}

return false;

}

int solve(){

int res = 0;

memset(match,-1,sizeof(match));

for (int i=0; i<n; i++){

if (match[i]==-1){

memset(vis,0,sizeof(vis));

if ( dfs(i) ) res++;

}

}

return res;

}

} graph;

**3.2 KM**

const int MAX\_N = 400 + 10;

const ll INF64 = 0x3f3f3f3f3f3f3f3fLL;

int nl , nr;

int pre[MAX\_N];

ll slack[MAX\_N];

ll W[MAX\_N][MAX\_N];

ll lx[MAX\_N] , ly[MAX\_N];

int mx[MAX\_N] , my[MAX\_N];

bool vx[MAX\_N] , vy[MAX\_N];

void augment(int u) {

if(!u) return;

augment(mx[pre[u]]);

mx[pre[u]] = u;

my[u] = pre[u];

}

inline void match(int x) {

queue<int> que;

que.push(x);

while(1) {

while(!que.empty()) {

x = que.front();

que.pop();

vx[x] = 1;

REP1(y , 1 , nr) {

if(vy[y]) continue;

ll t = lx[x] + ly[y] - W[x][y];

if(t > 0) {

if(slack[y] >= t) slack[y] = t , pre[y] = x;

continue;

}

pre[y] = x;

if(!my[y]) {

augment(y);

return;

}

vy[y] = 1;

que.push(my[y]);

}

}

ll t = INF64;

REP1(y , 1 , nr) if(!vy[y]) t = min(t , slack[y]);

REP1(x , 1 , nl) if(vx[x]) lx[x] -= t;

REP1(y , 1 , nr) {

if(vy[y]) ly[y] += t;

else slack[y] -= t;

}

REP1(y , 1 , nr) {

if(vy[y] || slack[y]) continue;

if(!my[y]) {

augment(y);

return;

}

vy[y] = 1;

que.push(my[y]);

}

}

}

int main() {

int m;

RI(nl , nr , m);

nr = max(nl , nr);

while(m--) {

int x , y;

ll w;

RI(x , y , w);

W[x][y] = w;

lx[x] = max(lx[x] , w);

}

REP1(i , 1 , nl) {

REP1(x , 1 , nl) vx[x] = 0;

REP1(y , 1 , nr) vy[y] = 0 , slack[y] = INF64;

match(i);

}

ll ans = 0LL;

REP1(x , 1 , nl) ans += W[x][mx[x]];

PL(ans);

REP1(x , 1 , nl) printf("%d%c",W[x][mx[x]] ? mx[x] : 0," \n"[x == nl]);

return 0;

}

**4 Graph**

**4.1 BCC edge**

邊雙連通

任意兩點間至少有兩條不重疊的路徑連接， 找法：

1. 標記出所有的橋

2. 對全圖進行DFS ， 不走橋， 每一次DFS 就是一個新的邊雙連通

邊雙連通

任意兩點間至少有兩條不重疊的路徑連接，找法：

1. 標記出所有的橋

2. 對全圖進行 DFS，不走橋，每一次 DFS 就是一個新的邊雙連通

// from BCW

struct BccEdge {

static const int MXN = 100005;

struct Edge { int v,eid; };

int n,m,step,par[MXN],dfn[MXN],low[MXN];

vector<Edge> E[MXN];

DisjointSet djs;

void init(int \_n) {

n = \_n; m = 0;

for (int i=0; i<n; i++) E[i].clear();

djs.init(n);

}

void add\_edge(int u, int v) {

E[u].PB({v, m});

E[v].PB({u, m});

m++;

}

void DFS(int u, int f, int f\_eid) {

par[u] = f;

dfn[u] = low[u] = step++;

for (auto it:E[u]) {

if (it.eid == f\_eid) continue;

int v = it.v;

if (dfn[v] == -1) {

DFS(v, u, it.eid);

low[u] = min(low[u], low[v]);

} else {

low[u] = min(low[u], dfn[v]);

}

}

}

void solve() {

step = 0;

memset(dfn, -1, sizeof(int)\*n);

for (int i=0; i<n; i++) {

if (dfn[i] == -1) DFS(i, i, -1);

}

djs.init(n);

for (int i=0; i<n; i++) {

if (low[i] < dfn[i]) djs.uni(i, par[i]);

}

}

}graph;

**4.2 Dijkstra**

typedef struct Edge{

int v; long long len;

bool operator > (const Edge &b)const { return len>b.len; }

} State;

const long long INF = 1LL<<60;

void Dijkstra(int n, vector<Edge> G[], long long d[], int s, int t=-1){

static priority\_queue<State, vector<State>, greater<State> > pq;

while ( pq.size() )pq.pop();

for (int i=1; i<=n; i++)d[i]=INF;

d[s]=0; pq.push( (State){s,d[s]} );

while ( pq.size() ){

auto x = pq.top(); pq.pop();

int u = x.v;

if (d[u]<x.len)continue;

if (u==t)return;

for (auto &e:G[u]){

if (d[e.v] > d[u]+e.len){

d[e.v] = d[u]+e.len;

pq.push( (State) {e.v,d[e.v]} );

}

}

}

}

**4.4 max clique**

const int MAXN = 105;

int best;

int n;

int num[MAXN];

int path[MAXN];

int G[MAXN][MAXN];

bool dfs( int \*adj, int total, int cnt ){

int t[MAXN];

if (total == 0){

if( best < cnt ){

best = cnt;

return true;

}

return false;

}

for(int i = 0; i < total; i++){

if( cnt+(total-i) <= best ) return false;

if( cnt+num[adj[i]] <= best ) return false;

int k=0;

for(int j=i+1; j<total; j++)

if(G[ adj[i] ][ adj[j] ])

t[k++] = adj[j];

if (dfs(t, k, cnt+1)) return true;

}

return false;

}

int MaximumClique(){

int adj[MAXN];

if (n <= 0) return 0;

best = 0;

for(int i = n-1; i >= 0; i--){

int k=0;

for(int j = i+1; j < n; j++)

if (g[i][j]) adj[k++] = j;

dfs( adj, k, 1 );

num[i] = best;

}

return best;

}

**4.5 min mean cycle**

// from BCW

/\* minimum mean cycle \*/

const int MAXE = 1805;

const int MAXN = 35;

const double inf = 1029384756;

const double eps = 1e-6;

struct Edge {

int v,u;

double c;

};

int n,m,prv[MAXN][MAXN], prve[MAXN][MAXN], vst[MAXN];

Edge e[MAXE];

vector<int> edgeID, cycle, rho;

double d[MAXN][MAXN];

inline void bellman\_ford() {

for(int i=0; i<n; i++) d[0][i]=0;

for(int i=0; i<n; i++) {

fill(d[i+1], d[i+1]+n, inf);

for(int j=0; j<m; j++) {

int v = e[j].v, u = e[j].u;

if(d[i][v]<inf && d[i+1][u]>d[i][v]+e[j].c) {

d[i+1][u] = d[i][v]+e[j].c;

prv[i+1][u] = v;

prve[i+1][u] = j;

}

}

}

}

double karp\_mmc() {

// returns inf if no cycle, mmc otherwise

double mmc=inf;

int st = -1;

bellman\_ford();

for(int i=0; i<n; i++) {

double avg=-inf;

for(int k=0; k<n; k++) {

if(d[n][i]<inf-eps) avg=max(avg,(d[n][i]-d[k][i])/(n-k));

else avg=max(avg,inf);

}

if (avg < mmc) tie(mmc, st) = tie(avg, i);

}

for(int i=0; i<n; i++) vst[i] = 0;

edgeID.clear(); cycle.clear(); rho.clear();

for (int i=n; !vst[st]; st=prv[i--][st]) {

vst[st]++;

edgeID.PB(prve[i][st]);

rho.PB(st);

}

while (vst[st] != 2) {

int v = rho.back(); rho.pop\_back();

cycle.PB(v);

vst[v]++;

}

reverse(ALL(edgeID));

edgeID.resize(SZ(cycle));

return mmc;

}

**4.6 SSSP related concepts**

最短路問題分類：

三個工具Bellman -Ford, Floyd, Dijkstra ，

1. 可以把Dijkstra Priority Queue 裡面存的東西想成「狀

態」， 他可以拿來統計甚至轉移。

2. 當遇到邊權會扣掉走的人的血量（ 或油量之類的） ， 當不能

有負值的時候， 就要使用Bellman -Ford 來做，

一開始可以把起點設為最初的血量（ 油量） ， 拿去做Bellman -

Ford ， 當做了n-1 次之後， 還能轉移， 那就是有負環或正

環（ 端看如何轉移Bellman -Ford ， 這部分的轉移式很自由

可以依照題目敘述亂改。）

3. 特別注意如果要判到某一個點的⻑度是不是無限小， 可在做

了n-1 次之後， 發現u->v 可以更新， 那我可以去看v

是否可以到另一點k， 如果是聯通的， 代表k 這個點的⻑

度是無限小。

**4.7 Tarjan.cpp**

割點

點u 為割點**if and** only **if** 滿足1. **or** 2.

1. u 爲樹根， 且u 有多於一個子樹。

2. u 不爲樹根， 且滿足存在(u,v) 爲樹枝邊(或稱父子邊，

即u 爲v 在搜索樹中的父親)， 使得DFN(u) <= Low(v)

。

-------------------------------------------------------

橋

一條無向邊(u,v) 是橋**if and** only **if** (u,v) 爲樹枝邊， 且

滿足DFN(u) < Low(v)。

// 0 base

struct TarjanSCC{

static const int MAXN = 1000006;

int n, dfn[MAXN], low[MAXN], scc[MAXN], scn, count;

vector<int> G[MAXN];

stack<int> stk;

bool ins[MAXN];

void tarjan(int u){

dfn[u] = low[u] = ++count;

stk.push(u);

ins[u] = true;

for(auto v:G[u]){

if(!dfn[v]){

tarjan(v);

low[u] = min(low[u], low[v]);

}else if(ins[v]){

low[u] = min(low[u], dfn[v]);

}

}

if(dfn[u] == low[u]){

int v;

do {

v = stk.top();

stk.pop();

scc[v] = scn;

ins[v] = false;

} while(v != u);

scn++;

}

}

void getSCC(){

memset(dfn,0,sizeof(dfn));

memset(low,0,sizeof(low));

memset(ins,0,sizeof(ins));

memset(scc,0,sizeof(scc));

count = scn = 0;

for(int i = 0 ; i < n ; i++ ){

if(!dfn[i]) tarjan(i);

}

}

}SCC;

**4.8 2-SAT**

const int MAXN = 2020;

struct TwoSAT{

static const int MAXv = 2\*MAXN;

vector<int> GO[MAXv],BK[MAXv],stk;

bool vis[MAXv];

int SC[MAXv];

void imply(int u,int v){ // u imply v

GO[u].push\_back(v);

BK[v].push\_back(u);

}

int dfs(int u,vector<int>\*G,int sc){

vis[u]=1, SC[u]=sc;

for (int v:G[u])if (!vis[v])

dfs(v,G,sc);

if (G==GO)stk.push\_back(u);

}

int scc(int n=MAXv){

memset(vis,0,sizeof(vis));

for (int i=0; i<n; i++)if (!vis[i])

dfs(i,GO,-1);

memset(vis,0,sizeof(vis));

int sc=0;

while (!stk.empty()){

if (!vis[stk.back()])

dfs(stk.back(),BK,sc++);

stk.pop\_back();

}

}

}SAT;

int main(){

SAT.scc(2\*n);

bool ok=1;

for (int i=0; i<n; i++){

if (SAT.SC[2\*i]==SAT.SC[2\*i+1])ok=0;

}

if (ok){

for (int i=0; i<n; i++){

if (SAT.SC[2\*i]>SAT.SC[2\*i+1]){

cout << i << endl;

}

}

}

else puts("NO");

}

void warshall(){

bitset<2003> d[2003];

for (int k=0; k<n; k++){

for (int i=0; i<n; i++) if (d[i][k]) {

d[i] |= d[k];

}

}

}

**4.9 平面圖判定**

#include <iostream>

#include <cstdio>

#include <cstdlib>

#include <iomanip>

#include <vector>

#include <cstring>

#include <string>

#include <queue>

#include <deque>

#include <stack>

#include <map>

#include <set>

#include <utility>

#include <list>

#include <cmath>

#include <algorithm>

#include <cassert>

#include <bitset>

#include <complex>

#include <climits>

#include <functional>

using namespace std;

typedef long long ll;

typedef pair<int, int> ii;

typedef pair<ll, ll> l4;

#define mp make\_pair

#define pb push\_back

#define debug(x) cerr << #x << " = " << x << " "

const int N=400+1;

struct Planar

{

int n,m,hash[N],fa[N],deep[N],low[N],ecp[N];

vector<int> g[N],son[N];

set< pair<int,int> > SDlist[N],proots[N];

int nxt[N][2],back[N],rev[N];

deque<int> q;

void dfs(int u)

{

hash[u]=1; q.pb(u);

ecp[u]=low[u]=deep[u];

int v;

for (int i = 0; i < g[u].size(); ++i)

if(!hash[v=g[u][i]])

{

fa[v]=u;

deep[v]=deep[u]+1;

dfs(v);

low[u]=min(low[u],low[v]);

SDlist[u].insert(mp(low[v],v));

}

else ecp[u]=min(ecp[u],deep[v]);

low[u]=min(low[u],ecp[u]);

}

int visited[N];

void addtree(int u,int t1,int v,int t2)

{

nxt[u][t1]=v; nxt[v][t2]=u;

}

void findnxt(int u,int v,int& u1,int& v1)

{

u1=nxt[u][v^1];

if(nxt[u1][0]==u) v1=0;

else v1=1;

}

void walkup(int u,int v)

{

back[v]=u;

int v1=v,v2=v,u1=1,u2=0,z;

for (;;)

{

if(hash[v1]==u || hash[v2]==u) break;

hash[v1]=u;hash[v2]=u; z=max(v1,v2);

if(z>n)

{

int p=fa[z-n];

if(p!=u)

{

proots[p].insert(mp(-low[z-n], z));

v1=p,v2=p,u1=0,u2=1;

}

else break;

}

else

{

findnxt(v1,u1,v1,u1);

findnxt(v2,u2,v2,u2);

}

}

}

int topstack;

pair<int,int> stack[N];

int outer(int u,int v)

{

return ecp[v]<deep[u] || (SDlist[v].size() && SDlist[v].begin()->first<deep[u]);

}

int inside(int u,int v)

{

return proots[v].size()>0 || back[v]==u;

}

int active(int u,int v)

{

return inside(u,v) || outer(u,v);

}

void push(int a,int b)

{

stack[++topstack]=mp(a,b);

}

void mergestack()

{

int v1,t1,v2,t2,s,s1;

v1=stack[topstack].first;t1=stack[topstack].second;

topstack--;

v2=stack[topstack].first;t2=stack[topstack].second;

topstack--;

s=nxt[v1][t1^1];

s1=(nxt[s][1]==v1);

nxt[s][s1]=v2;

nxt[v2][t2]=s;

SDlist[v2].erase( make\_pair(low[v1-n],v1-n) );

proots[v2].erase( make\_pair(-low[v1-n],v1) );

}

void findnxtActive(int u,int t,int& v,int& w1,int S)

{

findnxt(u,t,v,w1);

while(u!=v && !active(S,v))

findnxt(v,w1,v,w1);

}

void walkdown(int S,int u)

{

topstack=0;

int t1,v=S,w1,x2,y2,x1,y1,p;

for(t1=0;t1<2;++t1)

{

findnxt(S,t1^1,v,w1);

while(v!=S)

{

if(back[v]==u)

{

while(topstack>0) mergestack();

addtree(S,t1,v,w1); back[v]=0;

}

if(proots[v].size())

{

push(v,w1);

p=proots[v].begin()->second;

findnxtActive(p,1,x1,y1,u);

findnxtActive(p,0,x2,y2,u);

if(active(u,x1) && !outer(u,x1))

v=x1,w1=y1;

else if(active(u,x2) && !outer(u,x2))

v=x2,w1=y2;

else if(inside(u,x1) || back[x1]==u)

v=x1,w1=y1;

else v=x2,w1=y2;

push(p,v==x2);

}

else if(v>n || ( ecp[v]>=deep[u] && !outer(u,v) ))

findnxt(v,w1,v,w1);

else if(v<=n && outer(u,v) && !topstack)

{

addtree(S,t1,v,w1); break;

}

else break;

}

}

}

int work(int u)

{

int v;

for (int i = 0; i < g[u].size(); ++i)

if(fa[v=g[u][i]]==u)

{

son[u].push\_back(n+v);

proots[n+v].clear();

addtree(n+v,1,v,0);

addtree(n+v,0,v,1);

}

for (int i = 0; i < g[u].size(); ++i)

if(deep[v=g[u][i]]>deep[u]+1)

walkup(u,v);

topstack=0;

for (int i = 0; i < son[u].size(); ++i) walkdown(son[u][i], u);

for (int i = 0; i < g[u].size(); ++i)

if(deep[v=g[u][i]]>deep[u]+1 && back[v])

return 0;

return 1;

}

void init(int \_n)

{

n = \_n;

m = 0;

for(int i=1;i<=2\*n;++i)

{

g[i].clear();

SDlist[i].clear();

son[i].clear();

proots[i].clear();

nxt[i][0]=nxt[i][1]=0;

fa[i]=0;

hash[i]=0;low[i]=ecp[i]=deep[i]=back[i]=0;

q.clear();

}

}

void add(int u, int v)

{

++m;

g[u].pb(v); g[v].pb(u);

}

bool check\_planar()

{

if(m>3\*n-5)

return false;

// memset(hash,0,sizeof hash);

for(int i=1;i<=n;++i)

if(!hash[i])

{

deep[i]=1;

dfs(i);

}

memset(hash,0,sizeof hash);

//memset(hash, 0, (2\*n+1)\*sizeof(hash[0]));

// originally only looks at last n element

assert(q.size() == n);

while (!q.empty())

{

if (!work(q.back()))

return false;

q.pop\_back();

}

return true;

}

} base, \_new;

vector<ii> edges;

int n, m;

inline void build(int n, Planar &\_new)

{

\_new.init(n);

for (auto e : edges)

\_new.add(e.first, e.second);

}

void end()

{

puts("-1");

exit(0);

}

bool vis[N];

const int maxp = 5;

int path[maxp], tp=0;

void dfs(int cur)

{

vis[cur] = true;

path[tp++] = cur;

if (tp == maxp)

{

auto it = lower\_bound(base.g[cur].begin(), base.g[cur].end(), path[0]);

if ( it != base.g[cur].end() && \*it == path[0])

{

//a cycle

int x = n+1;

for (int i = 0; i < 5; ++i) edges.pb(mp(x, path[i]));

build(x, \_new);

if (\_new.check\_planar())

{

for (int i = 0; i < maxp; ++i) printf("%d%c", path[i], i==maxp-1?'\n':' ');

exit(0);

}

for (int i = 0; i < 5; ++i) edges.pop\_back();

}

}

else

{

for (auto e : base.g[cur]) if (!vis[e]) dfs(e);

}

vis[cur] = false;

--tp;

}

int main()

{

scanf("%d %d", &n, &m);

if (n <= 4)

{

assert(false);

puts("0"); return 0;

}

for (int i = 0; i < m; ++i)

{

int u, v; scanf("%d %d", &u, &v);

edges.pb(mp(u, v));

}

build(n, base);

if (!base.check\_planar()) end();

for (int i = 1; i <= n; ++i)

sort(base.g[i].begin(), base.g[i].end());

for (int i = 1; i <= n; ++i)

dfs(i);

end();

}

![](data:image/png;base64,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)

**5.1 ax+by=gcd(a,b)**

pair<int,int> extgcd(int a, int b){

if (b==0) return {1,0};

int k = a/b;

pair<int,int> p = extgcd(b,a-k\*b);

return { p.second, p.first - k\*p.second };

}

**5.2 FFT**

// use llround() to avoid EPS

typedef double Double;

const Double PI = acos(-1);

// STL complex may TLE

typedef complex<Double> Complex;

#define x real()

#define y imag()

template<typename Iter> // Complex\*

void BitReverse(Iter a, int n){

for (int i=1, j=0; i<n; i++){

for (int k = n>>1; k>(j^=k); k>>=1);

if (i<j) swap(a[i],a[j]);

}

}

template<typename Iter> // Complex\*

void FFT(Iter a, int n, int rev=1){ // rev = 1 or -1

assert( (n&(-n)) == n ); // n is power of 2

BitReverse(a,n);

Iter A = a;

for (int s=1; (1<<s)<=n; s++){

int m = (1<<s);

Complex wm( cos(2\*PI\*rev/m), sin(2\*PI\*rev/m) );

for (int k=0; k<n; k+=m){

Complex w(1,0);

for (int j=0; j<(m>>1); j++){

Complex t = w \* A[k+j+(m>>1)];

Complex u = A[k+j];

A[k+j] = u+t;

A[k+j+(m>>1)] = u-t;

w = w\*wm;

}

}

}

if (rev==-1){

for (int i=0; i<n; i++){

A[i] /= n;

}

}

}

**5.3 GaussElimination**

/ by bcw\_codebook

const int MAXN = 300;

const double EPS = 1e-8;

int n;

double A[MAXN][MAXN];

void Gauss() {

for(int i = 0; i < n; i++) {

bool ok = 0;

for(int j = i; j < n; j++) {

if(fabs(A[j][i]) > EPS) {

swap(A[j], A[i]);

ok = 1;

break;

}

}

if(!ok) continue;

double fs = A[i][i];

for(int j = i+1; j < n; j++) {

double r = A[j][i] / fs;

for(int k = i; k < n; k++) {

A[j][k] -= A[i][k] \* r;

}

}

}

}

**5.4 inverse**

const int MAXN = 1000006;

int inv[MAXN];

void invTable(int bound, int p){

inv[1] = 1;

for (int i=2; i<bound; i++){

inv[i] = (long long)inv[p%i] \* (p-p/i) %p;

}

}

int inv(int b, int p){

if (b==1) return 1;

return (long long)inv(p%b,p) \* (p-p/b) %p;

}

**5.5 Miller-Rabin**

typedef long long LL;

inline LL bin\_mul(LL a, LL n,const LL& MOD){

LL re=0;

while (n>0){

if (n&1) re += a;

a += a; if (a>=MOD) a-=MOD;

n>>=1;

}

return re%MOD;

}

inline LL bin\_pow(LL a, LL n,const LL& MOD){

LL re=1;

while (n>0){

if (n&1) re = bin\_mul(re,a,MOD);

a = bin\_mul(a,a,MOD);

n>>=1;

}

return re;

}

bool is\_prime(LL n){

//static LL sprp[3] = { 2LL, 7LL, 61LL};

static LL sprp[7] = { 2LL, 325LL, 9375LL,

28178LL, 450775LL, 9780504LL,

1795265022LL };

if (n==1 || (n&1)==0 ) return n==2;

int u=n-1, t=0;

while ( (u&1)==0 ) u>>=1, t++;

for (int i=0; i<3; i++){

LL x = bin\_pow( sprp[i]%n, u, n);

if (x==0 || x==1 || x==n-1)continue;

for (int j=1; j<t; j++){

x=x\*x%n;

if (x==1 || x==n-1)break;

}

if (x==n-1)continue;

return 0;

}

return 1;

}

**5.6 Mobius**

void mobius() {

fill(isPrime, isPrime + MAXN, 1);

mu[1] = 1, num = 0;

for (int i = 2; i < MAXN; ++i) {

if (isPrime[i]) primes[num++] = i, mu[i] = -1;

static int d;

for (int j = 0; j < num && (d = i \* primes[j]) < MAXN; ++j) {

isPrime[d] = false;

if (i % primes[j] == 0) {

mu[d] = 0; break;

} else mu[d] = -mu[i];

}

}

}

**5.8 SG**

Anti Nim (取走最後一個石子者敗)

先手必勝 if and only if

1. 「所有」堆的石子數都為 1 且遊戲的 SG 值為 0。

2. 「有些」堆的石子數大於 1 且遊戲的 SG 值不為 0。

-------------------------------------------------------

Anti-SG (決策集合為空的遊戲者贏)

定義 SG 值為 0 時，遊戲結束，

則先手必勝 if and only if

1. 遊戲中沒有單一遊戲的 SG 函數大於 1 且遊戲的 SG 函數為 0。

2. 遊戲中某個單一遊戲的 SG 函數大於 1 且遊戲的 SG 函數不為 0。

-------------------------------------------------------

Sprague-Grundy

1. 雙人、回合制

2. 資訊完全公開

3. 無隨機因素

4. 可在有限步內結束

5. 沒有和局

6. 雙方可採取的行動相同

SG(S) 的值為 0：後手(P)必勝

不為 0：先手(N)必勝

int mex(set S) {

// find the min number >= 0 that not in the S

// e.g. S = {0, 1, 3, 4} mex(S) = 2

}

state = []

int SG(A) {

if (A not in state) {

S = sub\_states(A)

if( len(S) > 1 ) state[A] = reduce(operator.xor, [SG(B) for B in S])

else state[A] = mex(set(SG(B) for B in next\_states(A)))

}

return state[A]

}

**5.9 theorem**

/\*Lucas's Theorem

For non-negative integer n,m and prime P,

C(m,n) mod P = C(m/M,n/M) \* C(m%M,n%M) mod P

= mult\_i ( C(m\_i,n\_i) )

where m\_i is the i-th digit of m in base P.

-------------------------------------------------------

Kirchhoff's theorem

A\_{ii} = deg(i), A\_{ij} = (i,j) \in E ? -1 : 0

Deleting any one row, one column, and cal the det(A)

-------------------------------------------------------

Nth Catalan recursive function:

C\_0 = 1, C\_{n+1} = C\_n \* 2(2n + 1)/(n+2)

-------------------------------------------------------

Mobius Formula

u(n) = 1 , if n = 1

(-1)^m , 若 n 無平方數因數，且 n = p1\*p2\*p3\*...\*pk

0 , 若 n 有大於 1 的平方數因數

- Property

1. (積性函數) u(a)u(b) = u(ab)

2. ∑\_{d|n} u(d) = [n == 1]

-------------------------------------------------------

Mobius Inversion Formula

if f(n) = ∑\_{d|n} g(d)

then g(n) = ∑\_{d|n} u(n/d)f(d)

= ∑\_{d|n} u(d)f(n/d)

- Application

the number/power of gcd(i, j) = k

- Trick

分塊, O(sqrt(n))

-------------------------------------------------------

Chinese Remainder Theorem (m\_i 兩兩互質)

x = a\_1 (mod m\_1)

x = a\_2 (mod m\_2)

....

x = a\_i (mod m\_i)

construct a solution:

Let M = m\_1 \* m\_2 \* m\_3 \* ... \* m\_n

Let M\_i = M / m\_i

t\_i = 1 / M\_i

t\_i \* M\_i = 1 (mod m\_i)

solution x = a\_1 \* t\_1 \* M\_1 + a\_2 \* t\_2 \* M\_2 + ... + a\_n \* t\_n \* M\_n + k \* M

= k\*M + ∑ a\_i \* t\_i \* M\_i, k is positive integer.

under mod M, there is one solution x = ∑ a\_i \* t\_i \* M\_i

-------------------------------------------------------

Burnside's lemma

|G| \* |X/G| = sum( |X^g| ) where g in G

總方法數: 每一種旋轉下不動點的個數總和 除以 旋轉的方法數

\*/

**6 Geometry**

**6.1 2D point template**

typedef double Double;

struct Point {

Double x,y;

bool operator < (const Point &b)const{

//return tie(x,y) < tie(b.x,b.y);

//return atan2(y,x) < atan2(b.y,b.x);

assert(0 && "choose compare");

}

Point operator + (const Point &b)const{

return (Point){x+b.x,y+b.y};

}

Point operator - (const Point &b)const{

return (Point){x-b.x,y-b.y};

}

Point operator \* (const Double &d)const{

return Point(d\*x,d\*y);

}

Double operator \* (const Point &b)const{

return x\*b.x + y\*b.y;

}

Double operator % (const Point &b)const{

return x\*b.y - y\*b.x;

}

friend Double abs2(const Point &p){

return p.x\*p.x + p.y\*p.y;

}

friend Double abs(const Point &p){

return sqrt( abs2(p) );

}

};

typedef Point Vector;

struct Line{

Point P; Vector v;

bool operator < (const Line &b)const{

return atan2(v.y,v.x) < atan2(b.v.y,b.v.x);

}

};

**6.2 circumcentre**

#include "2Dpoint.cpp"

Point circumcentre(Point &p0, Point &p1, Point &p2){

Point a = p1-p0;

Point b = p2-p0;

Double c1 = abs2(a)\*0.5;

Double c2 = abs2(b)\*0.5;

Double d = a % b;

Double x = p0.x + ( c1\*b.y - c2\*a.y ) / d;

Double y = p0.y + ( c2\*a.x - c1\*b.x ) / d;

return {x,y};

}

**6.3 ConvexHull**

#include "2Dpoint.cpp"

// retunr H, 第一個點會在 H 出現兩次

void ConvexHull(vector<Point> &P, vector<Point> &H){

int n = P.size(), m=0;

sort(P.begin(),P.end());

H.clear();

for (int i=0; i<n; i++){

while (m>=2 && (P[i]-H[m-2]) % (H[m-1]-H[m-2]) <0)H.pop\_back(), m--;

H.push\_back(P[i]), m++;

}

for (int i=n-2; i>=0; i--){

while (m>=2 && (P[i]-H[m-2]) % (H[m-1]-H[m-2]) <0)H.pop\_back(), m--;

H.push\_back(P[i]), m++;

}

}

**6.4 half plane intersection**

bool OnLeft(const Line& L,const Point& p){

return Cross(L.v,p-L.P)>0;

}

Point GetIntersection(Line a,Line b){

Vector u = a.P-b.P;

Double t = Cross(b.v,u)/Cross(a.v,b.v);

return a.P + a.v\*t;

}

int HalfplaneIntersection(Line\* L,int n,Point\* poly){

sort(L,L+n);

int first,last;

Point \*p = new Point[n];

Line \*q = new Line[n];

q[first=last=0] = L[0];

for(int i=1;i<n;i++){

while(first < last && !OnLeft(L[i],p[last-1])) last--;

while(first < last && !OnLeft(L[i],p[first])) first++;

q[++last]=L[i];

if(fabs(Cross(q[last].v,q[last-1].v))<EPS){

last--;

if(OnLeft(q[last],L[i].P)) q[last]=L[i];

}

if(first < last) p[last-1]=GetIntersection(q[last-1],q[last]);

}

while(first<last && !OnLeft(q[first],p[last-1])) last--;

if(last-first<=1) return 0;

p[last]=GetIntersection(q[last],q[first]);

int m=0;

for(int i=first;i<=last;i++) poly[m++]=p[i];

return m;

}

**6.5 Intersection of two circle**

vector<Double> interCircle(Double o1, Double r1, Double o2, Double r2) {

Double d2 = abs2(o1 - o2);

Double d = sqrt(d2);

if (d < fabs(r1-r2) || r1+r2 < d) return {};

Double u = 0.5\*(o1+o2) + ((r2\*r2-r1\*r1)/(2.0\*d2))\*(o1-o2);

Double A = sqrt((r1+r2+d) \* (r1-r2+d) \* (r1+r2-d) \* (-r1+r2+d));

Double v = A / (2.0\*d2) \* Double(o1.S-o2.S, -o1.F+o2.F);

return {u+v, u-v};

}

**6.6 Intersection of two lines**

Point interPnt(Point p1, Point p2, Point q1, Point q2, bool &res){

Double f1 = cross(p2, q1, p1);

Double f2 = -cross(p2, q2, p1);

Double f = (f1 + f2);

if(fabs(f) < EPS) {

res = false;

return {};

}

res = true;

return (f2 / f) \* q1 + (f1 / f) \* q2;

}

**6.7 Smallest Circle**

#include "circumcentre.cpp"

pair<Point,Double> SmallestCircle(int n, Point \_p[]){

Point \*p = new Point[n];

memcpy(p,\_p,sizeof(Point)\*n);

random\_shuffle(p,p+n);

Double r2=0;

Point cen;

for (int i=0; i<n; i++){

if ( abs2(cen-p[i]) <= r2)continue;

cen = p[i], r2=0;

for (int j=0; j<i; j++){

if ( abs2(cen-p[j]) <= r2)continue;

cen = (p[i]+p[j])\*0.5;

r2 = abs2(cen-p[i]);

for (int k=0; k<j; k++){

if ( abs2(cen-p[k]) <= r2)continue;

cen = circumcentre(p[i],p[j],p[k]);

r2 = abs2(cen-p[k]);

}

}

}

delete[] p;

return {cen,r2};

}

// auto res = SmallestCircle(,);

**7 String**

**7.1 AC automaton**

// remember make\_fail() !!!

// notice MLE

const int sigma = 62;

const int MAXC = 200005;

inline int idx(char c){

if ('A'<= c && c <= 'Z')return c-'A';

if ('a'<= c && c <= 'z')return c-'a' + 26;

if ('0'<= c && c <= '9')return c-'0' + 52;

}

struct ACautomaton{

struct Node{

Node \*next[sigma], \*fail;

int cnt; // dp

Node(){

memset(next,0,sizeof(next));

fail=0;

cnt=0;

}

} buf[MAXC], \*bufp, \*ori, \*root;

void init(){

bufp = buf;

ori = new (bufp++) Node();

root = new (bufp++) Node();

}

void insert(int n, char \*s){

Node \*ptr = root;

for (int i=0; s[i]; i++){

int c = idx(s[i]);

if (ptr->next[c]==NULL)

ptr->next[c] = new (bufp++) Node();

ptr = ptr->next[c];

}

ptr->cnt=1;

}

Node\* trans(Node \*o, int c){

while (o->next[c]==NULL) o = o->fail;

return o->next[c];

}

void make\_fail(){

static queue<Node\*> que;

for (int i=0; i<sigma; i++)

ori->next[i] = root;

root->fail = ori;

que.push(root);

while ( que.size() ){

Node \*u = que.front(); que.pop();

for (int i=0; i<sigma; i++){

if (u->next[i]==NULL)continue;

u->next[i]->fail = trans(u->fail,i);

que.push(u->next[i]);

}

u->cnt += u->fail->cnt;

}

}

} ac;

**7.2 KMP**

template<typename T>

void build\_KMP(int n, T \*s, int \*f){ // 1 base

f[0]=-1, f[1]=0;

for (int i=2; i<=n; i++){

int w = f[i-1];

while (w>=0 && s[w+1]!=s[i])w = f[w];

f[i]=w+1;

}

}

template<typename T>

int KMP(int n, T \*a, int m, T \*b){

build\_KMP(m,b,f);

int ans=0;

for (int i=1, w=0; i<=n; i++){

while ( w>=0 && b[w+1]!=a[i] )w = f[w];

w++;

if (w==m){

ans++;

w=f[w];

}

}

return ans;

}

**7.3 palindromic tree**

// remember init() !!!

// remember make\_fail() !!!

// insert s need 1 base !!!

// notice MLE

const int sigma = 62;

const int MAXC = 1000006;

inline int idx(char c){

if ('a'<= c && c <= 'z')return c-'a';

if ('A'<= c && c <= 'Z')return c-'A'+26;

if ('0'<= c && c <= '9')return c-'0'+52;

}

struct PalindromicTree{

struct Node{

Node \*next[sigma], \*fail;

int len, cnt; // for dp

Node(){

memset(next,0,sizeof(next));

fail=0;

len = cnt = 0;

}

} buf[MAXC], \*bufp, \*even, \*odd;

void init(){

bufp = buf;

even = new (bufp++) Node();

odd = new (bufp++) Node();

even->fail = odd;

odd->len = -1;

}

void insert(char \*s){

Node\* ptr = even;

for (int i=1; s[i]; i++){

ptr = extend(ptr,s+i);

}

}

Node\* extend(Node \*o, char \*ptr){

int c = idx(\*ptr);

while ( \*ptr != \*(ptr-1-o->len) )o=o->fail;

Node \*&np = o->next[c];

if (!np){

np = new (bufp++) Node();

np->len = o->len+2;

Node \*f = o->fail;

if (f){

while ( \*ptr != \*(ptr-1-f->len) )f=f->fail;

np->fail = f->next[c];

}

else {

np->fail = even;

}

np->cnt = np->fail->cnt;

}

np->cnt++;

return np;

}

} PAM;

**7.4 SAM**

// par : fail link

// val : a topological order ( useful for DP )

// go[x] : automata edge ( x is integer in [0,26) )

struct SAM{

struct State{

int par, go[26], val;

State () : par(0), val(0){ FZ(go); }

State (int \_val) : par(0), val(\_val){ FZ(go); }

};

vector<State> vec;

int root, tail;

void init(int arr[], int len){

vec.resize(2);

vec[0] = vec[1] = State(0);

root = tail = 1;

for (int i=0; i<len; i++)

extend(arr[i]);

}

void extend(int w){

int p = tail, np = vec.size();

vec.PB(State(vec[p].val+1));

for ( ; p && vec[p].go[w]==0; p=vec[p].par)

vec[p].go[w] = np;

if (p == 0){

vec[np].par = root;

} else {

if (vec[vec[p].go[w]].val == vec[p].val+1){

vec[np].par = vec[p].go[w];

} else {

int q = vec[p].go[w], r = vec.size();

vec.PB(vec[q]);

vec[r].val = vec[p].val+1;

vec[q].par = vec[np].par = r;

for ( ; p && vec[p].go[w] == q; p=vec[p].par)

vec[p].go[w] = r;

}

}

tail = np;

}

};

**7.5 smallest rotation**

string mcp(string s){

int n = s.length();

s += s;

int i=0, j=1;

while (i<n && j<n){

int k = 0;

while (k < n && s[i+k] == s[j+k]) k++;

if (s[i+k] <= s[j+k]) j += k+1;

else i += k+1;

if (i == j) j++;

}

int ans = i < n ? i : j;

return s.substr(ans, n);

}

**7.6 suffix array**

/\*he[i]保存了在後綴數組中相鄰兩個後綴的最長公共前綴長度

\*sa[i]表示的是字典序排名為i的後綴是誰（字典序越小的排名越靠前）

\*rk[i]表示的是後綴我所對應的排名是多少 \*/

const int MAX = 1020304;

int ct[MAX], he[MAX], rk[MAX];

int sa[MAX], tsa[MAX], tp[MAX][2];

void suffix\_array(char \*ip){

int len = strlen(ip);

int alp = 256;

memset(ct, 0, sizeof(ct));

for(int i=0;i<len;i++) ct[ip[i]+1]++;

for(int i=1;i<alp;i++) ct[i]+=ct[i-1];

for(int i=0;i<len;i++) rk[i]=ct[ip[i]];

for(int i=1;i<len;i\*=2){

for(int j=0;j<len;j++){

if(j+i>=len) tp[j][1]=0;

else tp[j][1]=rk[j+i]+1;

tp[j][0]=rk[j];

}

memset(ct, 0, sizeof(ct));

for(int j=0;j<len;j++) ct[tp[j][1]+1]++;

for(int j=1;j<len+2;j++) ct[j]+=ct[j-1];

for(int j=0;j<len;j++) tsa[ct[tp[j][1]]++]=j;

memset(ct, 0, sizeof(ct));

for(int j=0;j<len;j++) ct[tp[j][0]+1]++;

for(int j=1;j<len+1;j++) ct[j]+=ct[j-1];

for(int j=0;j<len;j++)

sa[ct[tp[tsa[j]][0]]++]=tsa[j];

rk[sa[0]]=0;

for(int j=1;j<len;j++){

if( tp[sa[j]][0] == tp[sa[j-1]][0] &&

tp[sa[j]][1] == tp[sa[j-1]][1] )

rk[sa[j]] = rk[sa[j-1]];

else

rk[sa[j]] = j;

}

}

for(int i=0,h=0;i<len;i++){

if(rk[i]==0) h=0;

else{

int j=sa[rk[i]-1];

h=max(0,h-1);

for(;ip[i+h]==ip[j+h];h++);

}

he[rk[i]]=h;

}

}

**7.7 Z value**

z[0] = 0;

for ( int bst = 0, i = 1; i < len ; i++ ) {

if ( z[bst] + bst <= i ) z[i] = 0;

else z[i] = min(z[i - bst], z[bst] + bst - i);

while ( str[i + z[i]] == str[z[i]] ) z[i]++;

if ( i + z[i] > bst + z[bst] ) bst = i;

}

// 回文版

void Zpal(const char \*s, int len, int \*z) {

// Only odd palindrome len is considered

// z[i] means that the longest odd palindrom centered at

// i is [i-z[i] .. i+z[i]]

z[0] = 0;

for (int b=0, i=1; i<len; i++) {

if (z[b] + b >= i) z[i] = min(z[2\*b-i], b+z[b]-i);

else z[i] = 0;

while (i+z[i]+1 < len and i-z[i]-1 >= 0 and

s[i+z[i]+1] == s[i-z[i]-1]) z[i] ++;

if (z[i] + i > z[b] + b) b = i;

}

}

**7.8 BWT (Burrows-Wheeler Transform)**

string BWT(string); // by suffix array

string iBWT(string &s, int start=0){

int n = (int) s.size();

string ret(n,' ');

vector<int> next(n,0), box[256];

for (int i=0; i<n; i++) // bucket sort

box[ (int)s[i] ].push\_back(i);

for (int i=0, j=0; i<256; i++)

for (int x:box[i])

next[j++] = x;

for (int i=0, p=start; i<n; i++)

ret[i] = s[ p=next[p] ];

return ret;

}

**8 Data structure**

**8.3 KD tree**

const int MXN = 100005;

struct KDTree {

struct Nd {

int x,y,x1,y1,x2,y2;

int id,f;

Nd \*L, \*R;

}tree[MXN];

int n;

Nd \*root;

LL dis2(int x1, int y1, int x2, int y2) {

LL dx = x1-x2; LL dy = y1-y2;

return dx\*dx+dy\*dy;

}

static bool cmpx(Nd& a, Nd& b){ return a.x<b.x; }

static bool cmpy(Nd& a, Nd& b){ return a.y<b.y; }

void init(vector<pair<int,int>> ip) {

n = ip.size();

for (int i=0; i<n; i++) {

tree[i].id = i;

tree[i].x = ip[i].first;

tree[i].y = ip[i].second;

}

root = build\_tree(0, n-1, 0);

}

Nd\* build\_tree(int L, int R, int dep) {

if (L>R) return nullptr;

int M = (L+R)/2;

tree[M].f = dep%2;

nth\_element(tree+L, tree+M, tree+R+1,

tree[M].f ? cmpy : cmpx);

tree[M].x1 = tree[M].x2 = tree[M].x;

tree[M].y1 = tree[M].y2 = tree[M].y;

tree[M].L = build\_tree(L, M-1, dep+1);

if (tree[M].L) {

tree[M].x1 = min(tree[M].x1, tree[M].L->x1);

tree[M].x2 = max(tree[M].x2, tree[M].L->x2);

tree[M].y1 = min(tree[M].y1, tree[M].L->y1);

tree[M].y2 = max(tree[M].y2, tree[M].L->y2);

}

tree[M].R = build\_tree(M+1, R, dep+1);

if (tree[M].R) {

tree[M].x1 = min(tree[M].x1, tree[M].R->x1);

tree[M].x2 = max(tree[M].x2, tree[M].R->x2);

tree[M].y1 = min(tree[M].y1, tree[M].R->y1);

tree[M].y2 = max(tree[M].y2, tree[M].R->y2);

}

return tree+M;

}

int touch(Nd\* r, int x, int y, LL d2){

LL dis = sqrt(d2)+1;

if (x<r->x1-dis || x>r->x2+dis ||

y<r->y1-dis || y>r->y2+dis)

return 0;

return 1;

}

void nearest(Nd\* r, int x, int y, int &mID, LL &md2){

if (!r || !touch(r, x, y, md2)) return;

LL d2 = dis2(r->x, r->y, x, y);

if (d2 < md2 || (d2 == md2 && mID < r->id)) {

mID = r->id; md2 = d2;

}

// search order depends on split dim

if ((r->f == 0 && x < r->x) ||

(r->f == 1 && y < r->y)) {

nearest(r->L, x, y, mID, md2);

nearest(r->R, x, y, mID, md2);

} else {

nearest(r->R, x, y, mID, md2);

nearest(r->L, x, y, mID, md2);

}

}

int query(int x, int y) {

int id = 1029384756;

LL d2 = 102938475612345678LL;

nearest(root, x, y, id, d2);

return id;

}

}tree;

**8.4 Link-Cut tree**

const int MXN = 100005;

const int MEM = 100005;

struct Splay {

static Splay nil, mem[MEM], \*pmem;

Splay \*ch[2], \*f;

int val, rev, size;

Splay (int \_val=-1) : val(\_val), rev(0), size(1)

{ f = ch[0] = ch[1] = &nil; }

bool isr()

{ return f->ch[0] != this && f->ch[1] != this; }

int dir()

{ return f->ch[0] == this ? 0 : 1; }

void setCh(Splay \*c, int d){

ch[d] = c;

if (c != &nil) c->f = this;

pull();

}

void push(){

if( !rev ) return;

swap(ch[0], ch[1]);

if (ch[0] != &nil) ch[0]->rev ^= 1;

if (ch[1] != &nil) ch[1]->rev ^= 1;

rev=0;

}

void pull(){

size = ch[0]->size + ch[1]->size + 1;

if (ch[0] != &nil) ch[0]->f = this;

if (ch[1] != &nil) ch[1]->f = this;

}

} Splay::nil, Splay::mem[MEM], \*Splay::pmem = Splay::mem;

Splay \*nil = &Splay::nil;

void rotate(Splay \*x){

Splay \*p = x->f;

int d = x->dir();

if (!p->isr()) p->f->setCh(x, p->dir());

else x->f = p->f;

p->setCh(x->ch[!d], d);

x->setCh(p, !d);

p->pull(); x->pull();

}

vector<Splay\*> splayVec;

void splay(Splay \*x){

splayVec.clear();

for (Splay \*q=x;; q=q->f){

splayVec.push\_back(q);

if (q->isr()) break;

}

reverse(begin(splayVec), end(splayVec));

for (auto it : splayVec) it->push();

while (!x->isr()) {

if (x->f->isr()) rotate(x);

else if (x->dir()==x->f->dir())

rotate(x->f),rotate(x);

else rotate(x),rotate(x);

}

}

int id(Splay \*x) { return x - Splay::mem + 1; }

Splay\* access(Splay \*x){

Splay \*q = nil;

for (;x!=nil;x=x->f){

splay(x);

x->setCh(q, 1);

q = x;

}

return q;

}

void chroot(Splay \*x){

access(x);

splay(x);

x->rev ^= 1;

x->push(); x->pull();

}

void link(Splay \*x, Splay \*y){

access(x);

splay(x);

chroot(y);

x->setCh(y, 1);

}

void cut\_p(Splay \*y) {

access(y);

splay(y);

y->push();

y->ch[0] = y->ch[0]->f = nil;

}

void cut(Splay \*x, Splay \*y){

chroot(x);

cut\_p(y);

}

Splay\* get\_root(Splay \*x) {

access(x);

splay(x);

for(; x->ch[0] != nil; x = x->ch[0])

x->push();

splay(x);

return x;

}

bool conn(Splay \*x, Splay \*y) {

x = get\_root(x);

y = get\_root(y);

return x == y;

}

Splay\* lca(Splay \*x, Splay \*y) {

access(x);

access(y);

splay(x);

if (x->f == nil) return x;

else return x->f;

}

**9.9 java cheat sheet**

import java.util.\*;

import java.math.\*;

import java.io.\*;

public class java{

static class Comp implements Comparator<Integer>{

public int compare(Integer lhs, Integer rhs){

return lhs - rhs;

}

}

static class Yee implements Comparable<Yee>{

public int compareTo(Yee y){

return 0;

}

}

static class Reader{

private BufferedReader br;

private StringTokenizer st;

public Reader(){

br = new BufferedReader(new InputStreamReader(System.in));

}

boolean hasNext() throws IOException{

String s;

while (st == null || !st.hasMoreElements()){

if ((s = br.readLine())==null) return false;

st = new StringTokenizer(s);

}

return true;

}

String next() throws IOException{

while (st == null || !st.hasMoreElements())

st = new StringTokenizer(br.readLine());

return st.nextToken();

}

int nextInt() throws IOException{

return Integer.parseInt(next());

}// Long.parseLong, Double.parseDouble, br.readLine

}

public static void main(String args[])throws IOException{

Reader cin = new Reader();

//Scanner cin = new Scanner(System.in);

PrintWriter cout = new PrintWriter(System.out);

//Scanner cin = new Scanner(new File("t.in"));

//PrintWriter cout = new PrintWriter(new File("t.out"));

// \*\*\*\*\* cout.close() or cout.flush() is needed \*\*\*\*\*

// 2D array: int[][] a = new int[10][10];

// input, EOF, Graph

int n = cin.nextInt();

// nextFloat, nextLine, next

ArrayList<ArrayList<Integer>> G = new ArrayList<>();

for (int i=0; i<n; i++) G.add(new ArrayList<>());

while (cin.hasNext()){ // EOF

int u = cin.nextInt(), v = cin.nextInt();

G.get(u).add(v);

}

// Math: E, PI, min, max, random(double 0~1), sin...

// Collections(List a): swap(a,i,j), sort(a[,comp]), min(a), binarySearch(a,val[,comp])

// set

Set<Integer> set = new TreeSet<>();

set.add(87); set.remove(87);

if (!set.contains(87)) cout.println("no 87");

// map

Map<String, Integer> map = new HashMap<>();

map.put("0", 1); map.put("2", 3);

for ( Map.Entry<String,Integer> i : map.entrySet() )

cout.println(i.getKey() + " " + i.getValue() + " wry");

cout.println( map.get("1") );

// Big Number: TEN ONE ZERO, modInverse isProbablePrime modInverse modPow

// add subtract multiply divide remainder, and or xor not shiftLeft shiftRight

// queue: add, peek(==null), poll

PriorityQueue<Integer> pq = new PriorityQueue<Integer>(Collections.reverseOrder());

Queue<Integer> q = new ArrayDeque<Integer>();

// stack: push, empty, pop

Stack<Integer> s = new Stack<Integer>();

cout.close();

}

}

欧拉函数的用处，在于[欧拉定理]。"欧拉定理"指的是：

如果两个正整数a和n互质，则n的欧拉函数 φ(n) 可以让下面的等式成立：
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也就是说，a的φ(n)次方被n除的余数为1。或者说，a的φ(n)次方减去1，可以被n整除。比如，3和7互质，而7的欧拉函数φ(7)等于6，所以3的6次方（729）减去1，可以被7整除（728/7=104）。

欧拉定理的证明比较复杂，这里就省略了。我们只要记住它的结论就行了。

欧拉定理可以大大简化某些运算。比如，7和10互质，根据欧拉定理，
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已知 φ(10) 等于4，所以马上得到7的4倍数次方的个位数肯定是1。
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因此，7的任意次方的个位数（例如7的222次方），心算就可以算出来。

欧拉定理有一个特殊情况。

假设正整数a与质数p互质，因为质数p的φ(p)等于p-1，则欧拉定理可以写成
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这就是著名的[费马小定理](http://zh.wikipedia.org/wiki/%E8%B4%B9%E9%A9%AC%E5%B0%8F%E5%AE%9A%E7%90%86)。它是欧拉定理的特例。

欧拉定理是RSA算法的核心。理解了这个定理，就可以理解RSA。

一、廣義角三角函數：   
sin(θ) 與 cos(θ) 的定義：   
在坐標平面上，以原點 O 為圓心，有一個半徑等於 r 的圓，給定一個廣義角 θ，規定 θ 的起始邊為 x 軸的正方向，θ 角的頂點為原點，依逆時針旋轉，則根據 θ 的旋轉量，可決定終邊的位置。   
假設終邊這條射線與圓交於P(x,y)，則定義：

sin(θ) = y / r

cos(θ) = x / r
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其它三角函數的定義： 

tan(θ) = sin(θ) / cos(θ) = y / x

cot(θ) = cos(θ) / sin(θ) = x / y

sec(θ) = 1 / cos(θ) = r / x

csc(θ) = 1 / sin(θ) = r / y  
三角函數的關係：   
平方關係：

sin2(θ) + cos2(θ) = 1  
商數關係：

tan(θ) = sin(θ) / cos(θ) ；

cot(θ) = cos(θ) / sin(θ)  
餘角關係：

sin(90°-θ) = cos(θ) ； cos(90°-θ) = sin(θ) ；

tan(90°-θ) = cot(θ) ； cot(90°-θ) = tan(θ) ；

sec(90°-θ) = csc(θ) ； csc(90°-θ) = sec(θ)  
三角函數的化簡：   
  
化簡到 360° 內：

sin(n\*360°+θ) = sin(θ)

cos(n\*360°+θ) = cos(θ)

tan(n\*360°+θ) = tan(θ)  
化簡到 180° 內：

sin(180°+θ) = -sin(θ)；

sin(180°-θ) = sin(θ)；

cos(180°+θ) = -cos(θ)；

cos(180°-θ) = -cos(θ)；

tan(180°+θ) = tan(θ)；

tan(180°-θ) = -tan(θ)  
餘角關係

sin(90°+θ) = cos(θ)；

cos(90°+θ) = -sin(θ)；

tan(90°+θ) = -cot(θ)；

sin(270°-θ) = -cos(θ)；

cos(270°-θ) = -sin(θ)；

tan(270°-θ) = cot(θ)  
負角關係：

sin(-θ) = -sin(θ)；

cos(-θ) = cos(θ)；

tan(-θ) = -tan(θ)

二、三角函數在平面幾何上的應用：   
  
![https://pic.pimg.tw/silverwind1982/1476876531-1554248646.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZUAAADpAgMAAACRokKmAAAABGdBTUEAALGPC/xhBQAAACBjSFJNAAB6JgAAgIQAAPoAAACA6AAAdTAAAOpgAAA6mAAAF3CculE8AAAADFBMVEX///8/SMwAougAAADh7YTIAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOwgAADsIBFShKgAAAAAd0SU1FB+AKExMcM5VLcJAAAASGSURBVHja7VxLjuMgEKXUw2bUi4wE5xk2s2cR7n+FPsIY/zqJsaF+qBVR6s7HAR48qh6F49iYYcOGDRs2bNiwH2GQYg8Yb2wHHIj5T91sMKYDjJ/+b28Dc9eHeDsYGDA/Fua9PM2kPjC+D0xW6A6WF5seSMn87jEc2ycXGDask8UuKNBHPO2/0AWmzwLq+qwF9y4bj+xoHViDMK2gQR0mr54d9lE2P+iz5vKDPmvzQPRZWwC0BQfC/KSdRq3tawuOXZ+VBcdtMFEVZiMr6bK2DgKiauhsAWODauhsHpZ0BccuXNm7buj4JeFIQVdwphU6bW6mKDhxyp8mm1/rsZaJmnCW9vUEB54GoCY49vldVIJ56b8Wa+75rZbgxOe3SqFzaFaHNQgvB3RCx74e0GHtGCgqguMOR1RYi4cjGoJTmgkFwYFwPKYgOLZ0UIy1vb9FgqQE5zvxc6WPxUInHl48mRBre3dP+i0UOhBeX5x0QwjGnhSQEZydFFsrwIPZXriTAjKCY+3azGlr3/Fk440M41fy42mJ/ZP4GQ3RfFgCHcJpkW2cwNiO+HWOL2Z6Exx71ZeKuQ3mvMg2BseAiSuAuyizzt6N4dwbzJXbrq1HAZh4UWZhDeIVs9c21Z3pgst+prUIec2e6roHXk5s/nQqSta3qe7MyDUds+BA+HC15s5hYB5HpYHMFkTHgKk7mlkEB1Ikw5i/X/NTrBTL3UjstA1CpYBMhlONO5m1uh53Imt1fW5F1ur6QizCWkMbAqxBqJcRYK2lCYEMp0ng+Vuqphb4W6o2rWKz1tZPruA0xgQ3dKCxm8zQac0kmE7Q6qpM1poXRR5rzZ1kCU47FyzBgfY+cgQHkbJyfA3TRQZrmOyLITgYIuihg6vJydYRRg4d3N6IzBoyFqisIdN8KmtIFoiCgyabJjiAJYEmOPhNOIk1PAxJcPD7SVLoECighA6ha4TQAXwVCmukoMaHDumkEr5vpBMXeMGhKRSatUiCwQoOBBIMlgTq6oEUHOrZS2TokM+Q4QSHnEXi2MaN/cFQrAGqT0+GCR3GvghTlXyaHCc4nDMKCNYSAwYhOLG96NGaWYPA2bM2U2ED/Tw54kcnlrM19s2C4xgePTl0a+g4RnxONVsFJxogw3jTGjqsH97eTavg5KGQYXLFNsGxhg6z0NDEmmfArN/9tlR3hr5Kr5HQwlpkwKx0NUg8cGDcQxsVmMCA2S/Qrpa0+wPBtlHUQ8dLwNRZcwwY2Acxi04qXtwO3x1iw8yspSJ5yzfmMjCwfMFb0p3ti3kJmE2qCzBzUC0AfJgsOL7o2fO1b14IJo/DF1X0T4ZxHJjHGffhZDQxE+mTlMWTuQmyMKEMA5z0rGjFu3mA+NWnPhWmhpUFno3mSNov8UuDi56mAnMkyCfOvuYM5tDkTfzy8CKM/F1eijBB/Nr90tyAPEwqeBoY8avDUyFusjc3uBrCG30q+O6UHkD992+2z++/XR+Y2AUGQo+xcE4a/UCYTnc1eTeYjy4w4bMHTKd7p3S61cSwYcOGDRs2LNt/6tmx8STbBdwAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTYtMTAtMTlUMTk6Mjg6NTErMDg6MDBNMMQAAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDE2LTEwLTE5VDE5OjI4OjUxKzA4OjAwPG18vAAAAABJRU5ErkJggg==)   
  
正弦定理：(Sine Rule)   
在 ∆ABC 中，以 a, b, c 分別為 ∠A, ∠B, ∠C 的對邊長，則：

a / sin(A) = b / sin(B) = c / sin(C) = 2R

其中 R 為 ∆ABC 的外接圓半徑。  
餘弦定理：(Cosine Rule)   
在 ∆ABC 中，以 a, b, c 分別為 ∠A, ∠B, ∠C 的對邊長，則：

a2 = b2 + c2 - 2bc \* cos(A)

b2 = a2 + c2 - 2ac \* cos(B)

c2 = a2 + b2 - 2ab \* cos(C)   
三、三角函數的公式：   
複角公式：(合、分角公式) (Angle-Sum and -Difference Identities)

sin(α + β) = sin(α)cos(β) + cos(α)sin(β)

sin(α – β) = sin(α)cos(β) – cos(α)sin(β)

cos(α + β) = cos(α)cos(β) – sin(α)sin(β)

cos(α – β) = cos(α)cos(β) + sin(α)sin(β)

tan(a + b) = [tan(a) + tan(b)] / [1 - tan(a)tan(b)]

tan(a - b) = [tan(a) - tan(b)] / [1 + tan(a)tan(b)]   
倍角公式：(Double-Angle Identities)

sin(2x) = 2sin(x)cos(x)

cos(2x) = cos2(x) – sin2(x)

= 1 – 2sin2(x)

= 2cos2(x) – 1

tan(2x) = [2 tan(x)] / [1 - tan2(x)]  
半角公式：(Half-Angle Identities)

sin(x/2) = +/- sqrt[(1 - cos(x))/2]

cos(x/2) = +/- sqrt[(1 + cos(x))/2]

tan(x/2) = +/- sqrt[(1 - cos(x))/(1 + cos(x))]

= (1 - cos(x)) / sin(x)

= sin(x) / (1 + cos(x))  
和差化積：(Sum Identities)

sin(x) + sin(y) = 2 sin[(x+y)/2] cos[(x-y)/2]

sin(x) - sin(y) = 2 cos[(x+y)/2] sin[(x-y)/2]

cos(x) + cos(y) = 2 cos[(x+y)/2] cos[(x-y)/2]

cos(x) - cos(y) = -2 sin[(x+y)/2] sin[(x-y)/2]  
積化和差：(Product Identities)

sin(x) cos(y) = (1/2) [sin(x+y) + sin(x-y)]

cos(x) sin(y) = (1/2) [sin(x+y) - sin(x-y)]

cos(x) cos(y) = (1/2) [cos(x-y) + cos(x+y)]

sin(x) sin(y) = (1/2) [cos(x-y) - cos(x+y)]